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**Experiment No. 7**

**Title:** Program for data structure using built in function for link list, stack and queues

**Aim:** To study and implement data structure using built in function for link list, stack and queues

**Objective:** To introduce data structures in python

**Theory:**

Stacks -the simplest of all data structures, but also the most important. A stack is a collection of objects that are inserted and removed using the LIFO principle. LIFO stands for “Last In First Out”. Because of the way stacks are structured, the last item added is the first to be removed, and vice-versa: the first item added is the last to be removed.

Queues – essentially a modified stack. It is a collection of objects that are inserted and removed according to the FIFO (First In First Out) principle. Queues are analogous to a line at the grocery store: people are added to the line from the back, and the first in line is the first that gets checked out – BOOM, FIFO!

Linked Lists

The Stack and Queue representations I just shared with you employ the python-based list to store their elements. A python list is nothing more than a dynamic array, which has some disadvantages.

The length of the dynamic array may be longer than the number of elements it stores, taking up precious free space.

Insertion and deletion from arrays are expensive since you must move the items next to them over

Using Linked Lists to implement a stack and a queue (instead of a dynamic array) solve both of these issues; addition and removal from both of these data structures (when implemented with a linked list) can be accomplished in constant O(1) time. This is a HUGE advantage when dealing with lists of millions of items.

Linked Lists – comprised of ‘Nodes’. Each node stores a piece of data and a reference to its next and/or previous node. This builds a linear sequence of nodes. All Linked Lists store a head, which is a reference to the first node. Some Linked Lists also store a tail, a reference to the last node in the list.

**Program:**

list = [10,20,30]

print("Traversing the list:")

for element in list:

print(element, end=" ")

print()

list.insert(4, 40)

print("List after insertion:",list)

list.append(50)

list.append(60)

print("List after append:",list)

list.remove(20)

print("List after removal:",list)

index\_replace = 1

replace\_element = 25

list.remove(list[index\_replace])

list.insert(index\_replace, replace\_element)

print("List after replacement:",list)

element\_search = 25

element\_index = list.index(element\_search)

print(f"Index of {element\_search}:", element\_index)

list\_size = len(list)

print("Size of the list:", list\_size)

**Output:**

![](data:image/png;base64,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)

**Conclusion:**

1. Linked List: Implemented using a Node class and a LinkedList class. It provides methods for appending elements and displaying the list.

2. Stack: Implemented using a list as the underlying data structure. It provides methods for pushing, popping, and peeking elements.

3. Queue: Implemented using a list as the underlying data structure. It provides methods for enqueueing, dequeuing, and peeking elements. These data structures are fundamental building blocks in computer science and are used extensively in various applications. Understanding their implementation and usage is essential for any programmer.